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Business organizations maintain business processes with multiple variants because of varied business requirements of which the support of these multiple business process variants constitutes a big challenge. BPPLLE tool demonstration presents an extension of Eclipse BPMN modeller to cope with the modelling, and customization of business processes at build time and run time to compose the business process variants it may have. BPPLLE tool is based on the Business Process Product Line Engineering (BPPLLE) approach, our proposed approach for managing a family of business process variants. We have applied BPPLLE in the scenarios such as the student registration in a higher education institution. Tests carried out showed that BPPLLE tool enables the customization of business process models or instances to compose business process variant models or instances, respectively.
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1 INTRODUCTION

A business process is a set of activities performed in a specific sequence to realize a business goal and deliver value for a customer [29,30,54]. A business process model is a textual or graphical representation of a business process which enables the business process to be analyzed, improved and automated [23].

A fundamental challenge of business process modelling is to cope with multiple variants that may exist for a business process [43]. These multiple variants of a business process result from the need for business organizations to cope with changes in their environment, such as changes in regulations, laws, strategies, or operation [4]. These organizations need these changes to be reflected in the business process models by customizing them. However, there is a challenge in customizing business process instance at run time because of their inherent rigidity [55].

To capture changes in the business environment, organizations have traditionally maintained multiple variant models of a business process or expanded a business process model with condition branching (split constructs) to accommodate the different scenarios of a business process [37]. The traditional ways of modelling business processes have limitations because it is challenging to have the best of numerous qualities in a business process model all at once. For instance, it is difficult to have minimized redundancy of activities, minimized complexity, and improved flexibility simultaneously [37]. Consolidating the multiple variant models results in models with higher complexity but minimized redundancy. Conversely, individually modelling the business process variants results in higher redundancy of activities but minimized complexity [37]. Popular business process management tools which follow the traditional way of modelling business processes have a limitation because they only enable the modelling of business process variants separately or modelling the business process variants by consolidating them in a single model [43].
A recent trend in the design of business process modelling frameworks is to find a compromise between consolidating business process variants or modelling the business process variants separately by using a reference model which can be customized to create a business process variant [26,59]. The limitation of approaches adopting reference model is that they are mostly theoretical and lacking implementation [45].

We propose a business process management approach called Business Process Product Line Engineering (BPPLE) which adopts the principles of Software Product Line (SPL) [41] and extends the conventional Business Process Management System (BPMS) architecture [55]. BPPLE decomposes a family of business process variants into a model of simple decoupled components of the generic reference model, a set of fragment models and business rules [27]. The generic reference model represents the commonalities for all business process variants in a family or the intersection of all business process variants in a family, and it has underspecified abstract containers. A business process variant can be composed by customizing the generic reference model by extending the abstract containers with the fragment models [27].

BPPLE approach aims to solve the problem of finding a balance between the complexity, redundancy and flexibility of the model of a family of business process variants, and also solve the problem of customization of business process instance at run time.

We present tool support for BPPLE approach for modelling a family of business process variants and customization of a generic reference model to compose business process variants at build time or run time.

2 SUPPORT TOOLS FOR BUSINESS PROCESS MODELLING APPROACHES
La Rosa et al. [45] wrote an extensive review of business process modelling approaches for handling variability of business processes with a description of their features which includes their support tools. We adapt the taxonomy of business process modelling approaches presented in [45] to group business process modelling approaches into configurable reference modelling, activity specialization, model segment customization.

Tool support for business process modelling approaches can support different level of customizations at run time such as restriction or extension [51]. Customization by restriction is the deleting of activities of a business process instance to restrict their behaviour and customization by extension is the adding of activities to a business process instance to extend their behaviour [51].

Support tools for business process modelling can either support planned or unplanned customization of the business process instance at run time [34]. For a tool to cope with unplanned customization, it must support the alternation between business process instance execution and business process modelling. The alternation between business process instance execution and business process modelling can allow a business process instance to be put in a wait state at run time so that changes can be made to parts of the business process that has not been reached by the execution so that when execution resumes, there are changes to the behaviour of the business process [34]. Unplanned customization of a business process instance at run-time involves the reengineering or evolution of the business process by adding of tasks which are unplanned at build time. For planned customization, the tasks needed to change the behaviour of a business process instance are planned at build time [35].
2.1 Configurable Reference Modelling

Approaches in this category use a single model with configurable nodes to represent the business process variants in a family where condition branching (split constructs) are used to model the alternative path of process execution. The single monolithic model has a limitation of encouraging complexity of a model. The nodes (function and split constructs) have annotations defined for them with semantics which can be changed. Examples of approaches in this category are the Configurable Event-Driven Process Chain (C-EPC) [47], the Configurative Process Modelling [5] and configurable workflow models [22].

Many approaches in this category are based on conceptual and non-executable business process modelling standard, for instance, C-EPC and Configurative Process Modelling are extensions of the Event-Driven Process Chain (EPC) modelling standard [40] which is conceptual and non-executable. Consequently, models based on them are hardly executed by the tools which support them; for instance, ARIS Business Architect [20] does not execute EPC models [46]. The tool support for approaches in this category can only possibly support run-time customization by restriction because the single reference model has already captured the envisaged process variants and left with the option of restricting parts of the model to compose a business process variant. Tools supporting approaches in this category have a limitation because they have no provision for the evolution of business process at run time [2,22,39].

2.2 Activity Specialization

Approaches in this category use a reference model to represent the commonalities between the variants in a family of business processes [42], where some of the activities in the reference model are partially specified and can be specialized based on the context. An arc connects the partially specified activity to a subprocess which specializes it [42]. Each of the subprocesses is tagged to indicate the feature it belongs to such that when a feature is enabled in the feature model, the corresponding subprocesses tagged with the feature are retained while other subprocesses with different feature tags are removed from the process model [42]. The reference model has modular parts (reference model and subprocesses) which make it different from the reference model of configurative reference modelling. Two approaches in this category are Process Family Engineering in Service-Oriented Applications (PESOA) [42] and Business Process Family Model (BPFM) [38].

Tool support for PESOA is described where the business process model is designed using a Java program [49]. The limitation of this tool support for PESOA is that it limits the ability of non-technical users to understand and manage the business process [49]. Tools for supporting approaches in this category lack support for the evolution of process instance because it is difficult for new subprocess models not planned at build time to be added to a reference process instance without terminating the process.

2.3 Model Segment Customization

Approaches in this category are based on the application of change operations on a base model to restrict or extend segments (parts) of a process model [26]. The restriction is achieved by deleting a segment of a process model, and extension is achieved by inserting a fragment into a process model. The base model is different from the reference model of approaches in the activity specialization category because it has no underspecified activities, and there is no arc connecting the fragments to the base model which means a decoupling of fragments from the base process model. One of the variant models of a family of business
processes can be adopted to be the base model [26]. Two approaches in this category are the Provop approach [26], and the process materialization approach [32].

A tool which is an extension of ARIS Business Architect is provided for the creation of Provop models. The tool enables knowledge workers to define change operations and group them in options which are applied to the base model to derive a customized model [43]. A limitation of approaches in this category is that they address customization of conceptual models which are not executable and they lack the mechanism for instance-level evolution of the business process since fragment must be defined at build time.

3 BPPLE APPROACH

Similar to Activity Specialization approaches, BPPLE uses an underspecified reference model, but in contrast, the fragments are decoupled from the reference model with no connecting arcs between them. Unlike Model Segment Customization approaches, the reference model of BPPLE is a generic reference model that is an intersection of all variants in a family of business process variants. We will describe the core assets of a BPPLE model, the BPPLE system architecture and the phases in developing a BPPLE model.

3.1 Core Assets of a BPPLE Model

To model a family of business process variants, they are separated into the core assets: the generic reference model, the set of fragments, the business rules, and the context information. The generic reference model, which is analogous to the common assets of SPL is the intersection of all variants of a family of business processes [25]. The generic reference model has abstract containers which are partially specified, and each abstract container is a generalization of variations in segments of the business process variants. A generic reference model can be reused to compose all the variants in a family of business processes.

A fragment model is a business process model designed to represent a segment of a business process variant with a variation, and it can specialize an abstract container in a generic reference model. Fragments are analogous to the components that are not common to all the products in SPL. There is also a unique fragment called a call fragment whose task is to bind other fragments to an abstract container at run time. A call fragment must have two essential activities, a business rule task which invokes the business rules and followed by a bind activity which invokes the fragment selected by the business rule task.

Business rules have the decision logic for selecting a fragment which will extend and abstract container, and they consist of a group of action enabler rules [24]. An action enabler rule evaluates a combination of context values in its condition part, and if they evaluate to a “true” value, then the action part is initiated, which includes obtaining a specified fragment. Each action enabler rule in a group evaluates a unique combination of context values.

Context information holds the data which characterizes the situation of a business process [13]. Context information consists of context variables, where a context variable is an object with a “key” and “value” properties where the “key” is the name of the context variable and the “value” hold the value of the context variable.
3.2 BPPLE System Framework

The BPPLE system architecture is illustrated in Figure 1 as an extension of the conventional business BPMS architecture [55], which is designed by adding the components: the business rules engine, the business rules repository and the business process variants generator.
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The business process modelling component is a business process definition tool that supports the process designer to model business processes, fragments or business rules. The business process and business process fragment models are stored in a business process model repository, and the business rules are stored in the business rules repository, see Figure 1.

The business rules engine executes the business rules held in the business rules repository to select a fragment. The business rules engine can receive requests from the business process engine or the business process variant generator to invoke the business rules. The business rules repository holds the business rules of a company.

The business process variant generator is the component which we developed, which uses the core assets for automatic composition of business process variant models at build time by inserting a fragment into each abstract container of a generic reference model. The variant generator communicates with the business rules engine to invoke business rules in the business rules repository.

The business process engine controls the execution of a business process instance. The business process engine first creates a business process instance from a business process model in the business process model repository, followed by the business process instance’s execution. The business process engine can communicate with external applications, web services, and a client application’s user interface. The business process engine communicates with the business rules engine to invoke business rules and communicates with the business process model repository to retrieve and invoke the required business process models or fragments.
The user interface enables process participant to communicate with a business process instance in the business process engine.

### 3.3 BPPLE Process Development Phases

BPPLE process development extends the life cycle of business process management put forward by Van Der Aalst et al. [3] by adding the variants composition phase after the system implementation phase, before the execution phase, and enabling the alternation between process modelling and process execution. Like SPL, the BPPLE process development occurs in two main stages: the core assets development and product development. Core assets development comprises two phases: process design and system implementation, and product development comprise three phases: variant composition, process execution, and process analysis.

#### 3.3.1 Core Assets Development

Core asset development takes place at build time. In the process design phase, a business process’s requirements are identified and documented in the form of a business process model to meet the business process’s goal. The process design phase outputs are the generic reference model, the fragment models, and context information [3]. The system implementation phase focuses on business process automation where underlying systems are developed to support the generic reference model and fragment models. The system implementation phase outputs are the executable business process models, the executable fragment models, the scripts for the business rules, and the context information [3].

#### 3.3.2 Product Development

Product development starts at build time with variant composition phase when the variant generator composes a business process variant model from the system implementation phase’s outputs. If the composed business process variant is not completely composed, the composition will continue during the execution phase. Therefore, business process variant composition can take place at build time or run time, and there can be an overlap of the variant composition phase and the execution phase at run time.

- (i) Variant Composition

  The variant generator customizes the generic reference model in the variant composition phase by inserting a fragment into each abstract container to compose a business process variant. The variant generator invokes the business rules to select the business process fragments. Sometimes it is not possible to customize an abstract container at build time because some required context values needed by the business rules to decide on a fragment are unknown, in which case a call fragment is inserted into affected abstract containers, and their customization is delayed to the execution phase.

- (ii) Execution Phase

  At the execution phase, the composed business process variant model, the output of the variant composition phase, is executed in the business process execution engine. The customization of a process instance can take place during process execution at run time when the business rules task of a call fragment in an abstract container invokes the business rules to select a fragment model, followed by the bind activity of the call fragment triggering the execution of the selected fragment model. At the execution phase, the values of the context variables whose values were unknown at build time are now known, making it possible for the business rules to select fragment models [1,3,15,31].
Figure 2 illustrates the run time architecture of BPPLE system showing business process instance execution, with the alternation between business process instance execution and business process modelling. A process participant starts the execution of a business process variant model through the Controller. If a pause activity is encountered during execution of a business process instance, the business process instance is put in a wait state to allow for the evolution of fragment models using the Business Process Modeller. When an input is received from the process participant using the user interface, the execution of the business process instance resumes, and when the business rules select the reengineered fragment models, they are invoked to change the behaviour of the business process instance.
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Figure 2: The run time architecture of BPPLE system showing business process instance execution

4 BPPLE TOOL

The BPPLE tool is presented with a running example of a student enrolment business process in higher education institutions to demonstrate its feasibility. The BPPLE tool demonstrates how an existing BPMS is extended with features to enable the customization of business process models and instances. We demonstrate how to model the core assets and customize the generic reference model to compose a business process variant.

To realize BPPLE tool, we used the Eclipse BPMN modeller as a basis and augmented it with features to enable customization of business processes at build time or run time. The Eclipse BPMN modeller is a plug-in of the Eclipse Integrated Development Environment (IDE) [18]. One advantage of using Eclipse IDE is
because it has an extensible plug-in system which enables the customization of the environment for different developments using several programming languages or standards [9,44].

The jBPM business process engine [33] is used to execute the business processes based on the BPMN2.0 standard [11,56]. The choice of BPMN as the language for modelling the generic reference model and fragments is because it is the most widely used standard by both business analyst and developers and it is a de facto standard for graphical modelling of business processes. BPMN models are represented graphically at a conceptual level, making it easy for non-technical user, and they also have the advantage of being executable [8,11,12].

We defined the business rule with the Drools Rule Language in a .drl text file executed in the Drools rule engine [48]. The choice of jBPM process engine and Drools rule engine is because they are compatible since the jBPM engine can easily send messages to or receive messages from the Drools rule engine to invoke business rules [48].

We augmented the Eclipse BPMN modeller with the variant generator and extended the BPMN language with new elements. The source code for the added features and implementation of some business processes are available on GitHub¹.

4.1 Implementation of Extensions for BPPLE System

We describe our implementation of the important extension to the conventional BPMS, which is the variant generator, and the extension of the BPMN elements with features that enable run time evolution of business process instance.

¹ https://github.com/henryeleonu/BPPLE_Projects
4.1.1 Implementation of The Variant Generator

The variant generator is generic since it can be used to compose variants for different families of business processes. The variant generator is implemented with the Java programming language [21]. The structure of the variant generator program is represented with the architecture illustrated in Figure 3.

The Controller: coordinates the variant generation, which includes starting and terminating it. It invokes the XML Manipulator’s functions and the Business Rules Caller and stores the composed business process variant in a repository.

The XML Manipulator: is used for manipulating the generic reference model, the fragments and the context information. It contains the operations for manipulating (cutting and merging) XML using XML Document Object Model (DOM) [17,53], and we use the Java API implementation of the XML DOM. The BPMN standard enables BPMN diagram models to be mapped to XML, so it is possible to manipulate the fragments and generic reference model with XML DOM [10].

Business Rules Caller: it invokes the business rules to be executed in the Business Rules Engine.

4.1.2 Extension of BPMN Elements

We created two new elements, the pause activity and the bind activity, which are extensions of the Task element of the BPMN 2.0 language. BPMN 2.0 introduces an extensibility mechanism that allows extending standard BPMN elements with additional attributes. We developed an underlining program called the work item handler for each of the new elements, which is the custom business logic for each of them [60]. The pause activity puts a business process instance in a wait state until input is received from a user through the user interface. The bind activity invokes the fragment model selected by the business rules task at run time.

4.2 Implementation of Core Assets

We describe the core assets’ implementation with an example of student enrolment process in higher education institutions with several variants. The business process variants for student enrolment differ in the
candidate’s financial support: self-funded candidates, candidates on scholarship and candidates on a government-funded student loan; candidates mode of entry: candidate transferring from another education institution, candidates who sat for examination test and candidates who did not take examination test; the educational institution which candidate applied to; and the course of study candidate applied to study. For instance, for some universities, candidates who applied for certain courses such as law or medicine must sit for admission test to be considered for admission. Figure 4 shows some variants for student enrolment into higher education institutions inspired by the candidate enrolment process in [50]. Figure 4a is the variant where candidates sit for admission test and financed by student loan. Figure 4b is the variant for a candidate that will not sit for admission test and are self-funded. Figure 4c is the variant where a candidate will not sit for admission test, is transferring from another higher education institution and is funded by a scholarship.

![Figure 4: Process variants for student enrolment](image)

The generic reference model and fragment models for the student enrolment process model is shown in Figure 5, where the grey activities are concrete, and in contrast, others are abstract containers. An abstract container of the generic reference model is modelled with the BPMN’s sub-process element because it can serve as a container which holds a fragment [14]. The fragments are shown below their respective abstract containers of the generic reference model. The variant generator can insert, for instance, the “Admission Test” fragment into the “Admission Test” abstract container if admission test is needed for enrolment; otherwise, dumb activity (an activity with no function) is inserted into it.

![Figure 5: The generic reference model with fragments for the student enrolment process](image)

Underlying programs are developed, embedded in the fragments and generic reference models’ activities to support them. Variables are defined for the generic reference model such as the variable used to hold the
unique identity of fragment selected by the business rules for customizing an abstract container at run time. Figure 6 is a call fragment model where the first activity in the call fragment is the script task followed by the business rules task, and the last is the bind activity.

The context information is implemented in XML [57] with each <context> element holding the data of a context variable. The <context> element has a "key" attribute which holds the name of the context variable and a <value> element which holds the value of the context variable.

4.3 Composition of Business Process Variants

The business process variant model composed by the variant generator is shown in Figure 7 with the fragments inserted into the abstract containers.

5 EVALUATION

BPPLLE tool was subjected to tests to determine whether it meets the quality requirements in terms of the executability and correctness of business process models composed by the variant generator and its ability to support the evolution of business process instances at run time. Three tests, executability test, syntactic correctness test and evolution test were carried out on three business processes, the student enrolment process, invoice verification process, and the construction plan process, see Table 1.

The executability of the composed business process variant models is tested with the assertProcessInstanceCompleted method of the jBPM testing framework, an extension of Junit test classes that enable testing of business processes defined in BPMN to ascertain whether the execution of a process instance is completed successfully [61]. An executability test is successful if the execution of a business process models is completed without any errors.

The business process models’ syntactic correctness is ascertained by validating them with the BPMN XML Schema Definition (XSD), a metamodel for validating the correctness of BPMN models [11,19]. A syntactic correctness test is successful if a business process model is validated without any errors or warnings.

TestNG testing framework [6,7] is used to test the evolution of a business process instance by performing a semantic test with the Assert.assertEquals method of TestNG after the user has designed a new fragment model at run time. The test is successful if the business process instance receives the expected message from the newly designed fragment model, showing that a fragment model that is unplanned at build time can be designed at run time to change the behaviour of a business process instance.

The three business processes passed the executability, syntactic, and evolution tests performed on them, see Table 1.
6 CONCLUSION

This paper presents the BPPLE framework and its proof-of-concept tool. The proof-of-concept tool allows users to create business process models, automatically generate business process variant models at build time and customize business process instance at run time. The findings from the results shown in Table 1 in section 5 show that the BPPLE tool can enable the composition of business process variant models that are syntactically correct and executable, and enable the evolution of a business process instance. From the findings, BPPLE framework will improve the management of a family of business process variant models by improving their maintainability.

In the future, we will explore how to scale the BPPLE tool to serve multiple clients in a Software as a Service model [58] and research the modelling of context information using ontology language [16,28,36,52].
Table 1: Test results for execution of the composed variant model, syntactic correctness of composed model and evolution of business process instance at run time

<table>
<thead>
<tr>
<th>Business Process</th>
<th>Test for executability of a composed business process model with jBPM testing framework.</th>
<th>Test for syntactic correctness by validating the composed model with the BPMN XML schema.</th>
<th>Test for the evolution of a process instance with the TestNG testing framework after a new fragment model is designed at run time.</th>
</tr>
</thead>
<tbody>
<tr>
<td>Student enrolment</td>
<td>Test is successful</td>
<td>Test is successful</td>
<td>Test is successful</td>
</tr>
<tr>
<td>Invoice verification</td>
<td>Test is successful</td>
<td>Test is successful</td>
<td>Test is successful</td>
</tr>
<tr>
<td>Construction plan</td>
<td>Test is successful</td>
<td>Test is successful</td>
<td>Test is successful</td>
</tr>
</tbody>
</table>

Reference


