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Abstract—As the scaling down of semiconductor manufacturing nodes, optical proximity correction (OPC) has become more and more crucial, where the OPC using machine learning to construct models, or so-called machine learning optical proximity correction (MLOPC), is flourishing. The forward and reverse networks in MLOPC are two deciding parts. Training the image-to-image OPC dataset using various advanced ML models can lead to less fitted results. The tests on diverse mainstream image-to-image ML models, including Unet, Vnet, ResUnet, U2net, and attention Unet, are conducted in our studies. We propose a meta-learning method based on reinforcement learning (RL) with the forward and reverse networks cascaded to boost the training efficiency and accuracy for MLOPC. The meta-learning is performed so that the selected setting of the next training step is based on the Q-model in RL, and the baseline training method is the direct utilization of adaptive moment estimation (Adam). In the setting of the cascaded network with six different models and three types of datasets, the model using the meta-learning approach takes advantage of the cascade and RL-controlled training path to boost the model accuracy, and the results using meta-learning surpass the baseline results in most of the cases, especially the instances with highly complex data or network architecture. Among them, the networks trained via the proposed meta-learning RL method receive the averaged increments of 19.5%, 1.2%, and 4.8% in the forward models and the averaged increments of 12%, 3.1%, and 13% in the reverse models.

I. INTRODUCTION

Driven by the demand for higher performance, shrinking technology nodes is essential, but they have encountered various challenges nowadays. Photolithography is pivotal in manufacturing semiconductors by transferring photomask patterns onto silicon wafers, achieving the desired chip designs. However, the reduction of feature sizes causes the diffraction limit of light, increasing the complexity of printing precise patterns, such as line end pinching, line bridging, and corner rounding. Optical Proximity Correction (OPC) has been one of the most popular solution enhancement techniques (RETs) to correct the variations in image intensity caused by diffraction and other optical effects, optimize mask printability, and improve the edge-of-corner placement accuracy of pattern features.

Over the years, different OPC methods have been proposed to address the inevitable geometric distortion by shrunk feature sizes. The conventional OPC methods can be categorized as rule-based OPC, model-based OPC, and inverse lithography technology-based (ILT) OPC. Rule-based OPC utilizes the pre-established rules, and the OPC process can be performed quickly, but this method is typically limited to non-systematic effects before 90 nm nodes [1, 2]. Model-based OPC is a more sophisticated approach with physical or empirical model parameters to predict the behavior of light during the lithography process. The optimized mask layouts were achieved using simulation models and iteratively adjusting the feature shapes and sizes [3-6].

The reverse engineering (RE) technique enables the analysis and dissection of existing products or systems to understand their design, structure, and function [7, 8]. Its application has proven significant across various industries. In semiconductor manufacturing, inverse lithography technology (ILT) is critical in reverse engineering operations. Conventionally, by developing a model for reverse mapping in ILT, optimized mask shapes can be obtained using pixel-wise optimization techniques without predefined rules or models while solving the OPC problem as an inverse problem. This approach enables finding inverse solutions for lithography that cover resist development and etching processes in addition to optics [9-12]. However, ILT requires significant computational resources due to the complex optimization algorithms involved. Since every pixel must be calculated in conventional ILT optimization processes, especially for complete IC design layouts or high-resolution patterns, a large number of iterations can be time-consuming.

MLOPC is a novel OPC technique that has emerged with machine learning networks. Instead of relying on manual rule definition, model calibration, and time-consuming iterative computing, it involves training a machine learning model to predict OPC solutions for new patterns based on input dataset features. Various techniques have been proposed in this regard. Gu et al. developed a linear regression model to modify the mask with fewer required iteration times than the original model-based OPC [13]. Jia et al. applied the stochastic gradient descent method to inverse mask synthesis as an MLOPC problem [14]. Luo generated the optimal mask pixel values using a multilayer perceptron (MLP) neural network (NN) [15]. With the evolution of deep learning, Ma et al. [16] and Cecil et al. [17] proposed a convolutional neural network (CNN) with an inverse lithography ML model, which boosted iteration efficiency and improved the quality of the optimized mask output. Borisov et al. presented a CNN network with small training parameters for lithography hotspot detection, which would consume less computation time and maintain a high level of...
accuracy [18]. Yang et al. replaced shallow learning models with deep convolutional neural networks without a pooling process, detecting the hotspot with better accuracy and fewer false alarm penalties [19]. Yang et al. also extracted high-dimensional features using CNN with biased learning algorithms. The results showed a 5.9% improvement in hotspot detection for large-scale layouts [20]. Tung et al. showed that the modified attention layer embedded in Unet structure could achieve higher accuracy with self-attention mechanism [21]. Shao et al. used CNN models to build two pre-trained models, LithoNet and OPCNet. The first one was responsible for predicting masks pattern to Scanning Electron Microscope (SEM) images, and the other one predicted the optimized mask from LithoNet’s output SEM images. They were connected together to achieve a fully data-driven framework of OPC [22]. U-Net, one of the robust Deep Neural Networks (DNNs), was initially proposed for the biomedical image segmentation problem [23]. More and more OPC research has adopted U-Net due to its flexibility and simplicity, especially when training with limited sample data [24]. Yu et al. [25] compared single-channel U-Net (SCU-Net) and multi-channel U-Net (MCU-Net) and demonstrated that MCU-Net can improve accuracy and significantly reduce computation time. Cao et al. combined GAN (Generative Adversarial Network) and OPC with the U-Net architecture, increasing speed and lithographic performance [26]. Furthermore, to further reduce GPU computations, Xiao et al. proposed a novel OPC solution by concatenating a forward and reverse model composed of U-Net, allowing for the direct transfer of the original mask to the optimized mask within a single model [27]. Tejender et al. combined OPC and etch proximity effects (EPC) with MLP neural networks and dimensionality reduction (DR) algorithms, overcoming the problem of the lack of physics EPC model and reducing the long computation time [28]. These approaches are expected to enhance lithography printability and accuracy in the field of semiconductor manufacturing.

The semiconductor industry faces challenges in deep learning applications due to the limited availability of relevant datasets, specifically in the context of the "few-shot learning problem." Meta-learning, also known as "learn to learn," has emerged as a promising approach to address the "few-shot learning problem" arising from the scarcity of data samples. Meta-learning involves two concepts: the base learner learns the task, while the meta-learner learns how to optimize the training of the base learner. The meta-learner can be implemented using evolutionary algorithms or supervised learning algorithms. With the optimized meta-learner, the learning strategies of the base learners can be improved. Several meta-learning frameworks have been proposed for various IC technology processes in recent years, showcasing promising results in resolving few-shot learning problems with limited data samples. Chen et al. combined meta-learning models with tree-based ensemble models and focused on virtual physical vapor deposition metrology to overcome the physical metrology delay of the wafer acceptance test [29]. Lee et al. applied a meta-learning approach, the Reptile algorithm [30], to resolve the few-shot regression problem of the sputtering process. The base learner adapted the variable fabrication parameters of titanium/nitride compounds, while the meta-learner optimized hyperparameters such as batch size, epochs, and others [31]. Tejender et al. proposed a meta-learned sampling method assisted by technology computer-aided design (TCAD), training the meta-learner to adjust the way of sampling [32]. The work here aims to contribute significantly to advancing the OPC within the Industry 4.0 framework by employing novel network architectures and innovative reverse engineering techniques integrated with meta-learning.

II. Method

A. Dataset

From the previous work [33], the gds.py module 1.6.13 [34] of Python 3.9.5 [35] is employed to generate these patterns, which are then exported to K-layout 0.28.7 [36] for further processing. N-type silicon wafers are chosen as the substrate material, and KrF positive photoresist is utilized in the lithography process. The lithography system, Canon FPA-6300ES6a, operates at a DUV wavelength of 248 nm (resolution ≤90 nm). Subsequently, the developed mask layout is captured using the Hitachi SU-8010 Cold Cathode Field Emission SEM. A comprehensive dataset is typically prepared for model training in conventional machine learning training processes. However, in semiconductor manufacturing, producing a large number of samples before obtaining experimental results is time-consuming and resource-exhausted. The number of each one-bar pattern, two-bar pattern, tri-bar pattern, and polygonal rectangle pattern varies between about 90 to 210, along with their SEM images after the lithography process.

![Fig. 1. Illustration of (a) K-layout mask pattern, (b) binary mask pattern, (c) lithography SEM image, (d) binary SEM image.](image)

In the preprocessing stage of the training data, we first converted the pre-drawn K-Layout mask into a binary mask, as shown in Fig. 1, representing a tri-bar pattern. The edges were converted into white pixels (1), while the rest of the background was set to black pixels (0). The resulting binary mask had an image size of 256x256, with each pixel corresponding to approximately 24 nm.

The filled graph is more helpful for model training because the number of 0s and the number of 1s in the pixels of the original edge-only pictures differ too much, making it challenging for the model to learn effectively. Yet, the SEM images exhibited evitable noise in the backgrounds. Due to noise in the original SEM images, some regions’ boundaries can become faint or disconnected after image processing. Filling these areas using an algorithm can lead to distortion, creating inaccuracies during data preprocessing.
To avoid propagating these errors and maintain accuracy, we utilized only the edge information in the final training data. Therefore, after image processing, the SEM photos were aligned onto a 256x256 black background and registered with the binary mask, resulting in the binary SEM image.

**B. Algorithm**

The forward and reverse models are both constructed using an Unet [23, 37] in Fig. 2. In order to test whether the meta-learner can adapt to various tasks, i.e., different types of networks, we replace the Unet with other variations of the Unet architecture. There were Attention Unet [37, 38] in Fig. 3, ResUnet-a [37, 39] in Fig. 4, R2Unet [37, 40] in Fig. 5, Self Attention Unet [37, 38] in Fig. 6, and Vnet [37, 41] in Fig. 7.

![Fig. 2. Unet](image)

![Fig. 3. Attention Unet](image)

![Fig. 4. ResUnet-a](image)

![Fig. 5. R2Unet](image)
The baselines of the six networks in Fig. 2, Fig. 3, Fig. 4, Fig. 5, Fig. 6, and Fig. 7 are responsible for the primary synthesis and output of the dataset. We divide it into two parts: the forward model and the reverse model. In previous research, the focus has been on forward propagation, which means that when the input is a mask, the output generates SEM pattern images by (1).

\[ Y = F(X : W, b) \]  

(1)

Y is the predicted SEM image, X is the actual mask pattern, and W and b represent the weights and biases in the forward neural network. F expresses the network that converts the mask patterns into SEM images. Next, we aim to incorporate a reverse propagation model after this stage, which is intended to transfer the SEM patterns back into masks. R expresses the function that transfers the SEM images back to the mask pattern by (2).

\[ X = R(Y : \bar{W}, \bar{b}) \]  

(2)

X is the predicted mask pattern, Y is the actual SEM image, and W and b represent the weights and biases in the reverse neural network. Both forward and reverse models split 20% for validation data, and they are trained by their validation loss for 20000 epochs with the early stop patience of 30 epochs. The optimizer is Adam, with a 0.001 learning rate in the baseline. The validation loss is calculated by binary cross-entropy (BCE), and the test loss is decided by customized BCE loss, the BCE loss with edge enhancement process.

In this research, each forward and reverse model is composed of the same kind of network. The forward and reverse models above were connected as the primary model, as shown in (3). In our research, there were two types of models: one is a forward-to-reverse cascaded model involving the reverse model connected to the forward model, in which the input is mask layout, and the output is the predicted mask.

\[
\begin{align*}
    X &= R(F(X : \bar{W}, \bar{b})) \\
    Y &= F(F(X : W, b))
\end{align*}
\]  

(3)

The other one is the reverse-to-forward cascaded model, including the forward model followed by the reverse model in (4).

\[
\begin{align*}
    Y &= F(R(Y : \bar{W}, \bar{b})) \\
    X &= R(F(X : W, b))
\end{align*}
\]  

(4)

The train data is split by 20% for the validation data. The forward and the reverse models are trained with patience=1 in an early stop callback. Afterward, the cascaded model is trained for two epochs with an initial pre-trained learning rate of 0.001 to obtain the previous validation loss and the current validation loss. Then, the cascaded model is trained by meta-learning RL. The validation loss is calculated by BCE loss. The test loss is determined by customized BCE loss.

\[
\text{argmin}_{W, \bar{W}, b, \bar{b}} F_{\text{Cascade Losses}}(\bar{W}, \bar{b}, \bar{W}, \bar{b})
\]  

(5a)
As shown in Fig. 8, the architecture involves cascading the forward and the reserves MLOPC model. In the forward-to-reverse cascaded model, the objective is to enhance the training of the initial cascaded model, with the aim of minimizing the validation loss as defined in (5a), where the $F_R$ _Cascade_Losses_ are the BCE loss value of the predicted SEMs of the forward model and the predicted masks of the reverse model. Conversely, in the reverse-to-forward cascaded model, the training is conducted based on (5b), where the $R_F$ _Cascade_Losses_ are the bce loss of the predicted masks of the reverse model and the predicted SEMs of the forward model. Training the cascaded models in this approach, together with the RL described in the next paragraph, aims to improve accuracy in the first model. The process is reversed if the input is a mask and the same procedure is followed in the opposite direction.

The meta-learner plays a role in adjusting the hyperparameters of the base learner based on the current performance of the base learner, which is cascaded in Fig. 8. We employ the DQN (Deep Q-Network) approach from RL (reinforcement learning) to establish a q-model as the meta-learner. In this framework, the state is defined as a combination of the validation losses at the first model in the cascaded model. We define four actions in our approach, which represent two sets of different learning rates (0.001 and 0.0001) and the weighted combination of losses from the forward and cascaded models in the cascade model. The weights for these combinations are [0.2, 0.8] and [0.8, 0.2], respectively. Consequently, there are four strategies of action resulting from the permutations and combinations, numbered [0.0], [0.1], [1.0], and [1.1]. Finally, the reward is defined as 1/loss of the first model in the cascaded model achieved by the action, where a minor loss corresponds to a greater reward for that action by (6).

$$ action_{selected} = \arg\max_{\text{action}} r = \arg\max_{\text{state, action}} Q(state_{current}, action) $$  

(6)

$r$ is the reward in RL, and $Q$ is the Q model. The q-model is composed of three dense layers. The first two layers each consist of 10 and 15 neurons with the ReLU activation function, while the final output layer comprises a single neuron with the swish activation function. The input to the q-model consists of four neurons. Specifically, the first two neurons receive inputs for the previous and current losses corresponding to the state of RL. The remaining two neurons receive the action codes as inputs. Once the q-model receives these inputs, it selects the action that maximizes the reward, thereby minimizing the validation data loss among the four possible actions in (7). The chosen action is then executed in the next iteration, and the q-model is repeatedly trained based on the newly obtained state, action, and reward combinations, as shown in Fig. 8. The goal is to teach the q-model the optimal action to select in different combinations of (previous state, current state) to yield the most significant reduction in the validation data loss. If the first model of the cascaded model fails to improve the validation loss within 30 epochs, the RL training process will be terminated.

$$ \arg\min_{\hat{W}, \hat{b}} r = \left[ Q \left( \text{state}_{\text{prev}}, \text{state}_{\text{current}} \right), \left[ \text{action}_{\text{prev}}, \text{action}_{\text{current}} \right] - r_{\text{true}} \right]_{\text{mean}} $$  

(7)

The value of $r_{\text{true}}$ was the state after the action.

Meta-learner employs the Epsilson Greedy [42] application method from Q-learning. When no values have been accumulated in the Q-table, we want the model to perform exploration in order to explore unknown territories to understand the feedback it brings. Initially, we set epsilon ($\epsilon$) to 0, where there is a probability of 1-$\epsilon$ to execute actions randomly without considering the Q-table’s results and a probability of $\epsilon$ to select the best action displayed in the Q-table.

Fig. 8. The model of meta-learner and base-learner.
meat-RL outperformed most of the baselines. Therefore, following the same approach, we narrowed down the search range to $\epsilon = 0.01$ to 0.02 with an increment of 0.001. We found that when $a = 0.013$, meta-RL exhibited the best performance. Consequently, we chose this value as our hyperparameter. As time progresses, $\epsilon$ increases by 0.013 after each epoch. This means that initially, there is more random behavior, but as time passes, decisions will be made more based on the Q-table, i.e., exploitation. Adjusting $\epsilon$ enables the model to transition between exploration and exploitation, allowing the model to achieve better results during training. To ensure that the Q-model maintains a certain level of flexibility in its choices until reaching the early stop condition of 30 times patience iterations, we set $\epsilon$ not to exceed 0.8. Additionally, suppose the patience is more than 20, regardless of the epoch. In that case, there is a 0.1 probability of selecting the worst action to prevent RL from getting stuck in local minima during training.

Once trained, the q-model serves as a meta-learner capable of self-training the cascaded model across different neural networks. This approach saves considerable time by automating the process of manually adjusting model parameters. Additionally, the meta-learner can adapt to various neural network architectures, thereby achieving the “learn to learn” objective in meta-learning.

TensorFlow 2.4.1 [43], NumPy 1.22.3 [44], OpenCV 4.7.0 [45], and GPU GeForce RTX 2080Ti in a Linux environment were used in this work.

<table>
<thead>
<tr>
<th>Algorithm: Reinforce Learning for Meta Learner</th>
</tr>
</thead>
<tbody>
<tr>
<td>For epochs</td>
</tr>
<tr>
<td>action = argmax (Qmodel(state, action))</td>
</tr>
<tr>
<td>if action == 1</td>
</tr>
<tr>
<td>learning_rate = a1</td>
</tr>
<tr>
<td>output_wt = b1</td>
</tr>
<tr>
<td>elif</td>
</tr>
<tr>
<td>learning_rate = a2</td>
</tr>
<tr>
<td>output_wt = b2</td>
</tr>
<tr>
<td>elif action == 1</td>
</tr>
<tr>
<td>learning_rate = a3</td>
</tr>
<tr>
<td>output_wt = b3</td>
</tr>
<tr>
<td>else</td>
</tr>
<tr>
<td>learning_rate = a4</td>
</tr>
<tr>
<td>output_wt = b4</td>
</tr>
<tr>
<td>Reward, Next_State = Cascade_model.fit(Xtrain, Ytrain)</td>
</tr>
<tr>
<td>Append/Update Reward, Next_State, action in Rarray, Sarray, Aarray</td>
</tr>
<tr>
<td>Qmodel.fit([Sarray, Aarray], Rarray)</td>
</tr>
<tr>
<td>end for</td>
</tr>
</tbody>
</table>

III. RESULTS AND DISCUSSIONS

In our setting, the first model of the cascaded model can be improved in the meta-learned RL method, but the second one can be worse. Hence, the first model is used to compare with the model using the baseline training method. Fig. 9 to Fig. 14 show the test set predictions of actual SEMs in the three datasets for various models using the baseline Adam training or meta-learned RL training. Fig. 9 and Fig. 10 are the predictions of the two-bar data from the baseline and the meta-learning RL training method. Among them, the results of Unet, R2Unet, and the two kinds of Attention Unet are similar, and the predictions have no significant defects. Nevertheless, the baseline and meta-learning results of Vnet and ResUnet-a are very different. In Fig. 9, the border of Vnet's prediction graph is dim and bumpy, the outer frame of ResUnet-a's prediction is vague and unclear, and some regions on
the edges are disconnected. In contrast, using meta-learned RL, the edges of Vnet's predicted graph become regular, the corner sides of the outlines are improved, and the lines of ResUnet-a's predicted graph are seldom disconnected.

Fig. 11 and Fig. 12 are the predictions of the tri-bar dataset based on the baseline and meta-learned RL training method. The results of Unet and the two kinds of Attention Unet are similar; only the corners of the predicted graphs in these three models in the baseline are distorted and convex outward, while the results are slightly better when using meta-learned RL. R2Unet has similar results in the prediction of the two methods. The graphics in the baseline are less able to predict the changes in the corners and edges of the original SEM image. At the same time, the meta-learned RL method is more predictable, but the color of the corners will become lighter. The results of Vnet and ResUnet-a are significantly worse in the baseline. Vnet predicts graphs with rugged edges, unclear inner boundaries, and broken corners, and ResUnet-a can hardly predict complete pattern outlines. When meta-learned RL is used, although the corners of the prediction of Vnet are distorted as well, the edges become smoother. The prediction of ResUnet-a is more visible on its outline. Fig. 13 and Fig. 14 are predictions of the mixed dataset based on the baseline and meta-learned RL training. In this case, only the results of Vnet and ResUnet-a are worse than the other models. When using the meta-learned RL method, the gnarly edges of the Vnet prediction graphics are improved. Still, there will be some defects in the outlines. The disconnected regions on the border of the prediction from ResUnet-a become fewer.

Fig. 15 to Fig. 20 show the test set predictions of actual masks in the three datasets for various models using the baseline Adam training or meta-learned RL training. Fig. 15 and Fig. 16 are the predictions of the two-bar data from the baseline and the meta-learned RL training method. Among them, Unet, R2Unet, and the two kinds of Attention Unet reveal similar consequences in both training methods, whereas the predictions of Vnet and ResUnet-a from the two training are relatively distinct. When using baseline training, unet, R2Unet, and the two kinds of Attention Unet can predict the corners of the pattern outline well. Still, the outline edges are easily distorted, or the color of lines in some regions is faded. The outlines of Vnet and ResUnet-a predictions are uneven, and the contour edges are prone to noise. These problems are partially corrected when using meta-learning RL training. The flaws of the pattern outline can be fixed when using meta-learning RL training, but the prediction of the corners will be slightly worse. Overall, in terms of the customized BCE loss, the patterns with meta-learning RL training are closer to the actual SEM images.

Fig. 17 and Fig. 18 are the predictions of actual masks of the tri-bar dataset based on the baseline and meta-learned RL training method. In Fig. 17, the results of models with the baseline training show faded color in most regions on the edges, and deformations occur at the lower edges. Furthermore, Vnet and ResUnet-a, using the baseline training, can barely predict the complete pattern. On the contrary, as shown in Fig. 18, the outlines of the results become smooth with fewer disconnections if the meta-learned training is used, and the predictions from Vnet and ResUnet-a are more visible. Nevertheless, the lines of the patterns are slightly thicker in some cases. In Fig. 19 and Fig. 20, the results of Unet, R2Unet, and the two kinds of Attention Unet are satisfied, which are generally in line with the actual graphics, but some edges tend to become curved or translated when using the baseline training method. In contrast, these defects can be improved using the meta-learning RL training, but the angle at the corner will be slightly distorted. When Vnet uses the meta-learning RL training, the prediction is greatly enhanced. In addition to smoother edges, borders are no longer broken. The prediction of ResUnet-a improves the broken outline and uneven color, but the boundary of the internal test is still convex.

![Fig. 9](image-url)

Fig. 9. The predicted SEMs and real SEMs of the two-bar patterns for the baseline training method.
Fig. 10. The predicted SEMs and real SEMs of two-bar patterns for the meta-learning RL training.

Fig. 11. The predicted SEMs and real SEMs of tri-line patterns for the baseline training method.

Fig. 12. The predicted SEMs and real SEMs of tri-line patterns for the meta-learning RL training.

Fig. 13. The predicted SEMs and real SEMs of the mixed patterns for the baseline training method.
Fig. 14. The predicted SEMs and real SEMs of the mixed patterns for the meta-learning RL training.

Fig. 15. The predicted Masks and real Masks of the two-bar patterns for the baseline training method.

Fig. 16. The predicted Masks and real Masks of two-bar patterns for the meta-learning RL training.

Fig. 17. The predicted Masks and real Masks of the tri-line patterns for the baseline training method.
Fig. 18. The predicted Masks and real Masks of tri-line patterns for the meta-learning RL training.

Fig. 19. The predicted Masks and real Masks of the mixed patterns for the baseline training method.

Fig. 20. The predicted Masks and real Masks of the mixed patterns for the meta-learning RL training.

Table 1 shows the results of the customized BCE loss value of the test set in six different models and three kinds of datasets from the baseline and the meta-learning RL with the forward-to-reverse cascade. Each model from the baseline and the meta-learning RL method has been trained five times, respectively, and the test set's maximum, minimum, and average customized BCE loss values are calculated. From the performance on either the BCE loss value of the validation set or the customized BCE loss values of the test set, the meta-learned RL is better than the baseline, where the models trained by the meta-learning RL can win 15 out of 18 cases in terms of the average values. In the tri-bar dataset, the customized BCE loss values of the six cases in the baseline show difficult training compared to the two-bar and mixed datasets. This observation shows the complexity of the tri-line dataset and the challenges imposed by a small data amount. Expressly, in the baseline results of tri-line patterns, the Vnet and ResUnet-a exhibit poor test set performance. It can be seen from the customized BCE loss score that the models are hardly trained well, and they also have many undesirable effects that can be observed in the test set predicted graphs, such as breaks or even distortions in the pattern outlines. On the other hand, if meta-learning RL is used, the results will have the opportunity to be significantly enhanced, especially for the models with more complex architectures such as ResUnet-a. In the rest of the other four models, an enhancement can also be observed in the customized BCE loss values of the test set. This indicates the meta-learning RL’s effect in coping with these complicated situations. As for the two-bar and mixed datasets, although most of the baseline performance is already satisfactory, it can also be seen that Vnet and ResUnet-a models can be improved using meta-learning RL. In addition, Unet, two types of Attention Unets, and R2-Unet are also slightly enhanced by the meta-learning RL.
Table 2 shows the results of the customized BCE loss value of the test set in six different models and three kinds of datasets from meta-learned RL with reverse-to-forward cascading. Each model from the baseline and the meta-learner RL method has been trained five times, respectively, and the test set's maximum, minimum, and average customized BCE loss values are calculated. The models trained by the meta-learners RL can win 14 out of 18 cases in these cases. Among them, the Vnet and ResUnet-a models can be significantly improved in the three data sets due to the complexity of training. In the cases of Unet, the two types of attention Unet and R2Unet of the two-bar dataset, even if the results of the meta-learners RL method are similar to the baseline, the models can still be further improved by the meta-learners RL, which is reflected in corrections on the graphic outlines of the predictions. The results in Table 1 and Table 2 manifest the effectiveness of the meta-learners RL in either the forward-to-reverse or the reverse-to-forward cascades.

In the part of the two-bar dataset, the graph is more straightforward, and the amount of data is more than the other two, so the baseline result is relatively good, and the meta-learners RL method is not so helpful. As for the part of the mixed dataset, we think that although there are many types of patterns, most are relatively simple, so it is easier to train the model. This is also why the meta-learners RL can only be slightly helpful for some instances while using the mixed dataset. When the patterns are more complex, such as the tri-bar dataset, more complex error surfaces tend to exist under this situation. According to observations, it is more likely to be trapped in some saddle regions. It is necessary to use a flexible learning rate chosen to train to some extent for a better training result, especially for the more complicated models. As a result, the enhancements of Vnet and ResUnet-a, or sometimes Unet, are more prominent when using meta-learners RL.

The forward and reverse networks in MLOPC are two critical components. The forward network training is usually more difficult in our cases evaluated by the customized BCE loss, i.e., datasets, based on our test on the various mainstream image-to-image prediction ML models, including Unet, Vnet, ResUnet-a, R2Unet, and two types of Attention Unet. The goal is to utilize the cascaded model network and the meta-learners RL method to pull the first model in the cascaded model, though this requires some considerations. Firstly, the successive substitution, where the repeated feeding, starting from the forward or the reverse network, is carried out for several runs. The doubt is whether the predicted SEM or mask will be more and more similar to the actual outcomes. The test based on DUV-248 lithography in our study concludes that successive substitution is not a possible way to pull up the accuracy of the forward or the reverse network. The reason is that the error accumulates instead of diminishes, which seems to be understandable since the accuracy of the network is not perfect, and the error at each feeding can add up. Indeed, in theory, it is also possible that the forward and reverse network correct each other and leads to converged iteration in the successive substitution. The actual outcome, i.e., improved or degraded test set prediction, depends on the problem's nature and cannot be known beforehand. With the fitting only conducted at the final output after the successive substitution, we often observe the significantly degraded test set prediction. Additionally, after multiple substitutions, the model usually leads to optimizer burdens.

It should be emphasized that the training setting is critical to boosting the mutual correction nature. The training should be implemented with auto-encoder-like architecture, and the fitting is established at the encoded vector and the endpoint for one iteration to make the mutual correction more pronounced. Furthermore, if successive substitutions are executed several times, more and more outputs are generated, and all of them should be fitted to the true SEMs or masks. The increased number of network outputs and the increased fitting loading result in unmanageable, poor convergence, which challenges the optimizers' training capability based on our test. In many test cases, four to six successive substations already lead to training problems where the binary cross-entropy loss minimization can easily be trapped, and the prediction accuracy of the forward and reverse model is not increased at all from the first or second epoch. Therefore, we finally choose only one substitution for enhancing the forward model, where the mask goes into the forward model first, and the predicted SEM goes into the reverse model, thus completing one iteration. More iteration only leads to degraded results.

Table 1. The customized BCE loss value of the test set in the six models using the baseline and the meta-learners RL training with the forward-to-reverse cascade.

<table>
<thead>
<tr>
<th>Model</th>
<th>Forward Model (patience = 30) F-to-R</th>
<th>Meta-learners RL</th>
</tr>
</thead>
<tbody>
<tr>
<td></td>
<td>Baseline</td>
<td></td>
</tr>
<tr>
<td></td>
<td>val. BCE</td>
<td>test set customized BCE</td>
</tr>
<tr>
<td></td>
<td>avg</td>
<td>max</td>
</tr>
<tr>
<td></td>
<td>avg</td>
<td>max</td>
</tr>
<tr>
<td>Tri-bar</td>
<td></td>
<td></td>
</tr>
<tr>
<td>Unet</td>
<td>0.03757</td>
<td>0.37668</td>
</tr>
<tr>
<td>Att. Unet</td>
<td>0.03831</td>
<td>0.37904</td>
</tr>
<tr>
<td>Self Att. Unet</td>
<td>0.04167</td>
<td>0.45026</td>
</tr>
<tr>
<td>Vnet</td>
<td>0.05401</td>
<td>0.49967</td>
</tr>
<tr>
<td>Model</td>
<td>val. BCE</td>
<td>test set customized BCE</td>
</tr>
<tr>
<td>-------------</td>
<td>----------</td>
<td>-------------------------</td>
</tr>
<tr>
<td></td>
<td>avg</td>
<td>max</td>
</tr>
<tr>
<td>Unet</td>
<td>0.01662</td>
<td>0.20069</td>
</tr>
<tr>
<td>Att. Unet</td>
<td>0.01613</td>
<td>0.19085</td>
</tr>
<tr>
<td>Self Att. Unet</td>
<td>0.01607</td>
<td>0.18372</td>
</tr>
<tr>
<td>Vnet</td>
<td>0.02105</td>
<td>0.23293</td>
</tr>
<tr>
<td>R2Unet</td>
<td>0.01598</td>
<td>0.19352</td>
</tr>
<tr>
<td>ResUnet-a</td>
<td>0.01960</td>
<td>0.24555</td>
</tr>
</tbody>
</table>

Table 2. The customized BCE loss value of the test set in the six models using baseline and meta-learned RL training with the reverse-to-forward cascade.
Moreover, the complex model trained by the baseline method or under complex data often gives results with large fluctuations owing to the GPU variability, indicating the instability of the baseline method. In contrast to the models using baseline training, the test set results of the model trained by the meta-learning RL with the cascaded model are relatively stable under the same setting. Thus, besides outperforming the baseline training method in most cases, the predictions of the models trained with meta-learning RL training are similar in each run.

In addition to the cascade order, the flow in meta-learning RL training can be in different settings and take some considerations. First, we can train the forward and the reverse network in advance using the early stop patience setting. After that, the trained forward and reverse network is cascaded together in the order described above and trained as a whole, with the weights set as trainable. The weights of the second network in the cascaded model can also be set as untrainable if their accuracy is high. The second way is training the cascaded model from scratch, which means the weights in the forward and reverse models start from tensorflow weight initializers. Finally, it is also possible to train both the forward and reverse models slightly using small patience in the early stop, and the training of the cascaded model is established from that. Regarding the final cascaded model training, it is also the users’ choice to fit the final output, i.e., masks, or the intermediate and final output, i.e., SEMs and masks. As discussed above, in theory, the mutual correction phenomenon should be more pronounced if we fit the intermediate output to drag back the deviated network predictions.

Regarding the network hyperparameter tuning, novel training scheme, and avoiding poor training, some investigation deserves attention in OPC network training. Based on our tests, the training is prone to settle on the highly local minimum in the forward OPC problems. Therefore, it is desirable to have a way to avoid these pitfalls and boost the training automatically. The manual tuning of the training is not pleasant. Hyperparameter tuning means repeated training on the training set, which is time-consuming. Manual tuning becomes impossible if the training scheme is made even more complex. For example, if we decide to change the learning rate, output weights, and other settings, manual trials on the train path can be unmanageable. In this work, we use a meta-learning approach using reinforcement learning. Actually, many different algorithms can be used to realize meta-learning besides RL. This includes genetic algorithms (GA), artificial neural networks (ANN), any ML algorithms together with an optimization algorithm, and all optimization algorithms alone, especially those that require no gradient. We choose RL here since the effect of using RL is satisfactory, though the same meta-learning flow presented in this work can be accomplished with any other algorithms. When constructing the meta-learning framework here, the first consideration is how many training setting possibilities are used in the procedure and how many training possibilities are enough to boost the accuracy. Second, we should assess if the meta-learning algorithm is efficient with so many training combinations. Here, it is decided that the learning rate, the fitting output weights, and the network connection in training, i.e., cascaded or isolated, are essential factors based on the test before meta-learning. Adding more training possibilities can overload the meta-learning algorithms and increase the GPU runtime. A key, reduced set of training possibilities should be used unless necessary. On the other hand, RL is a versatile framework that can tackle large-scale problems and is thus suitable for our purpose.

Regarding the RL implementation, the decision of the approximate state can be a crucial consideration. Due to overly large state space, it is generally impossible to use precise states in many real RL problems, including ours. The approximate state should reflect the true state in the environment and facilitate action-state-reward mapping. The reward is the validation set binary cross-entropy of the first model in the cascaded model, which can also be changed to customized loss as described in section II further to highlight the critical part of SEMs or masks. Actions can be incremental type, i.e., +1/0/-1, or non-incremental type, i.e., directly transition to any state. Incremental type action leads to smooth convergence but is less efficient, while the non-incremental type
action gives faster convergence but can lead to convergence problems in some cases. In this work, we use a non-incremental action type since the learning rate and fitting output weights do not need to be changed smoothly in theory to prevent convergence problems. In addition, since the training is conducted at each step in RL, using incremental type action limits the search space unless an additional state variable is added to the total state to indicate the potential pause of training at the current step.

IV. CONCLUSION

This study can enhance the MLOPC model accuracy through the proposed meta-learning RL training method. The training path controlled by a meta-learner is shown to be effective in getting out of a predicament when a model is prone to get stuck in a local minimum, which can be crucial in many practical fields where a dataset is complicated or the model used is difficult to train. Various mainstream image-to-image ML models have been tested, including Unet, Vnet, ResUnet-a, R2Unet, and two types of Attention-Unet, to verify the usability of the proposed meta-learning training. The selection of RL actions at each training step adjusts the training settings, and exploitation is tuned using the Epsilon Greedy algorithm. With the combination of the cascaded forward and reverse models and meta-learning, the optimal model training can achieve improved results in comparison to the baseline Adam optimizers. After training, the lower customized BCE values of the test set predictions reflected that the models trained by a meta-learning RL have enhanced comprehension of the SEM image outlines, such as smoother outlines or improved corner regions closer to real SEMs. The averaged increments of 19.5%, 1.2%, and 4.8% can be seen in the forward models, and the averaged increments of 12%, 3.1%, and 13% in the reverse models can be seen in the three datasets, where the enhancements of ResUnet-a in the more complicated dataset are particularly evident.
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